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Abstract

To address the trustworthiness of Internetware under open and dynamic environments, this paper proposes an approach to verify whether Internetware is satisfied with timing and resource constraints. Firstly, interface automata are extended with time and resource semantics. Then, timing and resource interface automata is used to model the behaviors of a software component. An algorithm is also provided to check whether all behaviors of an Internetware system are satisfied with resource constraints within a specified time. Finally, an online bookstore system is employed to illustrate our work, and the model checker Spin is used to verify the correctness of our approach.
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1. Introduction

Internetware are usually run in an environment with timing and resource constraints [1-3]. Effectively analyzing and verifying the behavior changes of component compositional systems, which are caused by environmental changes, and guarantee the trustworthiness of systems is very challenging. Previous works [4-5] extended interface automata by considering timing and resource constraints in terms of timed interfaces and resource interfaces, which are used to formally analyze and verify component behaviors under real-time or resource-constrained environments, respectively. Hu et al [6] proposed a method that uses interface automata with resource utilization information to formally model and analyze the behaviors of components. In [7], the reliability transition matrix of an Internetware system was constructed using Internetware system architecture and considering the accumulation effects of Internetware reliability changes. In [8], a trust model for Internetware based on a complex network was proposed, and the characteristics of the small-world and scale-free complex network was introduced into this model. Trust computation rules and proof for its dynamic evolution were given. In [9], the testing requirements and testing steps of Internetware comprehensive testing were described, and a specific method for Internetware comprehensive testing was put forward from the perspectives of application components testing. In order to save development time, cost, and keep original features, Vitrand et al. [10] proposed an approach to support existing architecture evolution in Internetware. That is, the approach includes three phases: 1) prediction 2) transformation 3) comparison, which not only makes the systems more self-adaptive in Internetware environments, but can also guide system evolution.

In our previous works [11-12] we presented a method to improve the trustworthiness for Internetware evolution through verifying business consistency and satisfaction of random resources. But, our previous works were based on separately looking at timing constraint and resource constraint and did not consider that computing environments are limited by timing and resource constraints at the same time. Real-world applications, such as online bookstores and email systems, are often unavailable or timed-out because of a lack of bandwidth resources or high bandwidth delay. Therefore, the investigation of Internetware trustworthiness should take timing and resource constraints into account.
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By taking timing limitation into consideration, this paper first extends resource interface automata and proposes a timing and resource interface automata, which is used to describe the combined behavior of the Internetware components with timing and resource constraints. Then, this paper studies how to model Internetware components constrained by time and resources using timing and resource interface automata. An algorithm checks whether components satisfy resource requirements within a pre-specified time. An online bookstore system is offered as a case study. Finally, the model checker Spin is used to validate the correction of our model.

The paper is organized as follows. Section 2 extends the interface automata using timing and resource semantics. Section 3 gives an algorithm to check whether a component compositional system is satisfied with timing and resource constraints. A case study is conducted in Section 4. In Section 5, we verify our model using the model checker Spin. In the last section, we draw conclusions and give our future work for this research.

2. Timing and Resource Interface Automata

Resource interface automata [6] are used to describe the behaviors of software component resource utilization. We extended resource interface automata with a timing constraint and the extended automata is called the timing and resource interface automata. For the sake of convenience, we first made the following assumptions about resource and time:

1. Resource is non-shared. One resource can only be utilized by one component. No other components can use this resource simultaneously.

2. Both resource and time can be quantified. They are expressed as integer multiple of the minimum unit. This paper will take network bandwidth as a resource example and quantify it. The unit of the network bandwidth will be 256 (KB/S), and the unit of time will be 1 (ms).

Timing and resource interface automata are used to model the online bookstore system [11]. Figure 1 is a resource interface automata model for the seller in the online bookstore system with extended timing semantic. It describes demands of the system’s network bandwidth resource with a timing constraint, where every state is marked with an ordered number, where x, y, and k are non-negative integer and x≤y. The ordered number indicates time demand on the network bandwidth resource: k units of the network bandwidth resource in (x, y) time bound must be available. At the initial state 0: resource utilization information is <(1,2),2>, and this means that the component at state 0 must take two units of network bandwidth resource within 1~2 (ms). If two units of network bandwidth resource could be provided but are not available within 1~2 (ms), the system will issue a message timeout. The resource utilization of the seller will be obtained from the above analysis about state 0 in Figure 1. By analyzing resource utilization for each state in this way, we are able to know if the system can work well under a computational environment with a fluctuation of available resources.
2.1. The Formal Definition of Timing and Resource Interface Automata

Formal definition for timing and resource interface automata is as follows:

**Definition 1** a timing and resource interface interaction is defined as \( P = \langle V_p, V_{p_{init}}, A_p, A^0_p, A^\triangledown_p, F_p, W_p, \Delta_p \rangle \), and

- \( V_p \) is a set of states.
- \( V_{p_{init}} \subseteq V_p \) is a set of initial states, which contain one state at most.
- \( A'_p, A^0_p, A^\triangledown_p \) are mutually disjoint sets of actions. They are called input actions, output actions, and internal actions. The set of all actions are denoted as \( A_p \), and \( A_p = A'_p \cup A^0_p \cup A^\triangledown_p \).
- \( F_p \) is a set of mappings, \( F_p := \{(x, y), k > (x, y) \text{ and } k \text{ are non-negative integer}, y \neq \infty \text{ and } x < y\} \). \( x \) represents the lower bound of minimum time for a system to obtain resources, \( y \) stands for the upper bound of minimum time. \( F_p(v_i) \) specifies whether resources in state \( v_i \) will meet the time bound.
- \( W_p \) is a set, and each element of \( W_p \) has the form: \( w = \{(v, F_p(v_i)) | v_i \in V_p\} \).
- \( \Delta_p \) is a transition relation, which represents a set of transition steps. \( \Delta_p \subseteq W_p \times A_p \times W_p \). Each \( w \subseteq W_p \) is a state with timing and resource constraints. \( F_p(v_i) \) stands for time and resource limitation information about state \( v_i \).

The behavior definitions in timing and resource interface automata are similar to those in resource interface automata [6]. The state transition sequence for a component denotes the information for resource utilization in the process of state transition for the component. In Figure 1, the state transition sequence for the seller is as follows:

- \( \varphi = [0,<(1,2),2>\xrightarrow{goods}1,<(2,3),4>\xrightarrow{rev}2,<(1,4),4>\xrightarrow{y}3,<(2,3),3>\xrightarrow{ok}1,<(2,3),4>\). The following is the timing limitation information sequence of resource utilization in each state derived from the above state transition sequence \( \varphi \).
- \( \lambda =<(1,2),2>\xrightarrow{<}(2,3),4>\xrightarrow{>}(1,4),4>\xrightarrow{>}(2,3),3>\xrightarrow{>}<(2,3),4>\). Obviously, through \( \lambda \), we can clearly observe an action’s timing information about resource utilization for the component.

2.2. Timing and Resource Interface Automaton Network

Timing and resource interface automation network is used to describe behaviors of component compositional systems with timing and resource constraints for Internetware. The formal definition of the timing and resource interface automation network is similar to that of the resource interface automaton network, which is precisely defined in [6]. The following is the state set and action set of the timing and resource interface automation network.

**Definition 2** Assume \( N = (Q, Z) \), the combined state set and action set are defined as follows:

- Each combination in \( N \) has the form: \( \nabla = (v_i, v_2, \cdots, v_n) \), and \( v_i \in V_p \). Combined state set is \( V_N = V_p \times V_p \times \cdots \times V_p \).
- Each combination that consists of timing and resource constraints in \( N \) has the form: \( \nabla = (\nabla, F_N(\nabla)) \) and \( F_N(\nabla) \) is the ordered set that stands for \( N \)’s resource utilization characteristics with timing constraint: \( <(x_h(\nabla), y_h(\nabla)), k_h(\nabla)> \).
- The actions set of \( N \) is defined as \( A_N = A'_N \cup A^0_N \cup A^\triangledown_N \). Input action is \( A'_N = \bigcup_{i \in \text{com}} A^i_N \). Output action is \( A^0_N = \bigcup_{i \in \text{com}} A^i_N / Z \). Inner actions set is \( A^\triangledown_N = \bigcup_{i \in \text{com}} A^i_N \). Z.

3. Check Whether Compositional System is Satisfied with Timing and Resource Constraints

The resources required by the component compositional systems runtime must be provided in an environment within a specified time. The resource \( \varepsilon \) information for components in the environment would be denoted by \( L = (t_i, k_i) \), where \( t_i \) is the time when the resource is provided in the environment in state \( i \), and \( k_i \) is the amount of resource units.
provided in the environment at state \( i \). Obviously, \( t \) and \( k \) are the timing and resource constraints for the component, respectively.

The literature [13] presented a compatible interface automation network and pointed out that the reached graph for state space constructed using Petri-net is equivalent to those of the interface automation network. Thus, reached graph constructed by timing and resource interface automata is of the state space of the interface automation network, and the resource information of reached graph is denoted by \( X_i = (x_i, y_i, k_i, s_i) \), where \( x_i < y_i \). For a component, if \( k_i > k_s \) and \( x_s \leq t \leq y_s \) for any state, then the node is normal and the compositional system satisfies the resource constraint within the specified time bound; if \( k_i < k_s \) and \( t \neq (x_i, y_i) \), then the system satisfies the resource constraint but does not satisfy the time limitation; if \( k_i < k_s \) and \( x_s \leq t \leq y_s \) for any state, then the system satisfies the time constraint but does not satisfy the resource limitation; if \( k_i < k_s \) and \( t \neq (x_i, y_i) \) for any state, then the system does not satisfy resource or time limitations. The reached graph in literature [12] is extended to get the reached graph in Figure 2. If the resource provided for state \( S_i \) for the compositional system in the environment is true for \( k \geq 3 \) and \( 3 \leq t \leq 5 \), then the state \( S_i \) is not constrained by the computing environment.

![Figure 2. Reached graph](image)

Based on the above discussion, Algorithm 1, which is the improvement of the algorithm in [12], is given to verify whether the component compositional system satisfies resource and timing constraints. The input values in Algorithm 1 are the reached graph and resource utilization information \( L = (t, k) \), and the output values are whether the compositional system satisfies resource and timing constraints. In Algorithm 1, the traverse path is stored in the current path. Resource information about each state is in \( L \), and \( X(nodes) \) is denoted as the resource utilization information for the node, where \( x_i \) and \( y_i \) are the upper and lower bounds of time that required resources are allocated for state \( i \) respectively; \( X_i \) is the number of resource units needed for state \( i \). Nodes where resource and timing constraints are not met are stored in variable abnormal. Nodes where timing constraints are met, but resource constraints are not met are stored in variable realtime; Nodes where resource constraints are met, but timing constraints are not met are stored in variable resource; variable satisfied is true if abnormal nodes exist, and is false otherwise.

**Algorithm 1** checks whether a compositional system is satisfied with resource and timing constraints within a specified time bound.

```plaintext
current_path := [S0]; L := (t, k);
X := (0, 0); abnormal := ∅; realtime := ∅; renormal := ∅; satisfied := true;
repeat
  node := the last node of current_path
  if node has no new successive node then delete the last node of current_path;
  else begin
    node := a new successive node of node;
    X := X(node);
    for i = 1 to K
      if X > k & (t < x || t > y) then satisfied := false;
    if satisfied := false then append node to abnormal;
    append node to current_path;
```
4. A Case Study

An online bookstore system fails or responds to client timeout due to the fluctuation of network bandwidth. Thus, the online bookstore system would satisfy resource and timing constraints for network bandwidth. We use resource and timing interface automata to describe the utilization of network bandwidth for the online bookstore system. The resource and timing interface automata descriptions for the seller and interface of the component publisher for the online bookstore system after its evolution are shown in Figure 3(a) and 3(b), respectively.

Take state 2 in Figure 3(a) for example, when the network bandwidth provided in environment is 1(M/S) and the timeout is 3(ms) in state 2, that is, the network bandwidth provided in the environment is 4 units and the timeout is 3 units, the online bookstore system can satisfy resource and timing constraints and clients can use it properly. When the network bandwidth provided in the environment is 768(KB/S), and the timeout is 3(ms) in state 2, the system satisfies timing constraints but does not satisfy resource constraints. So, clients cannot use the online bookstore system properly. When the network bandwidth provided in the environment is 1(M/S), and the timeout is 5(ms) in state 2, the system is not limited by the resource constraint but does not satisfy the timing constraint, and thus, the system would timeout.

5. Our Model Verification

To verify the role seller model in the online bookstore system after evolution, the fact that resource constraints in state 1 and timing constraints in state 2 are met was validated by the model checker Spin in the literature [13-14]. According to transformation rules from the interface automaton model [15-16], the model in Figure 4 is transformed into the Promela model as below. In the Promela model variables k and t are the number of network bandwidth units provided and the time when resources are available in state 1, respectively. Variables j and v are the number of network bandwidth units provided and the time when resources are available in state 2, respectively. Due to the limitations of space, parts of the codes for the Promela model are given as follows.
mtype={good,rev,ok,cfm,cancel,Timeout}
proctype Publisher(chan ch1,ch2,ch3,ch4,ch5,ch6)
{ int k=j=t=,v=;
do::
  sv0: if (t>=2&&t<=5)&&(k>=4) -> ch1!goods;
  goto sv1;
  fi;
  od;
  sv1: if
  if
  ::(t>=2&&t<=5)&&(k>=4) -> ch1!goods;
  goto sv1;
  fi;
  od; 
  sv2: if
  if
  :: (j>=4)&&(v>=1&&v<=4) -> ch2?rev;
  goto sv2;
  fi;
  od;
}

For the above model described by Promela, we verify that the state space of the system is reachable under conditions of $k = 4, t = 3, j = 4, v = 2$ and $k = 4, t = 3, j = 4, v = 4$ by using the model checker Spin. Obviously, for the first case, the verification conditions are that resource and timing constraints are met in states 1 and 2. For the second case, the verification conditions are that resource constraints are met, but timing constraints are met in state 1, whereas resource and timing constraints are met in state 2. For the third case, the verification conditions are that resource and timing constraints are met in state 1, and timing constraints are not met, but resource constraints are met in state 2. Our verification results are as below.

(a) The verification result for $k = 4, t = 3, j = 4, v = 2$

(b) The verification result for $k = 3, t = 3, j = 4, v = 2$

(c) The verification result for $k = 4, t = 3, j = 4, v = 5$

Figure 4. The verification results using model checker Spin
6. Conclusions

To address the level of trustworthiness for Internetware’s adaptation under an Internet environment with resource dynamic nature, we extend the interface automata to timing and resource interface automata and formally model the Internetware system resource using the extended interface automata. We present an algorithm for verifying timing resource constraints and validate the trustworthiness of Internetware adaptation under the Internet environment with resource dynamic nature by checking whether the behavior of the component compositional system satisfies resource constraints within the time bound. Our future research work is to develop a corresponding prototype for automatic analytic and validating tools.
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Appendix

Algorithm 1: Algorithm 1 checks whether a compositional system is satisfied by resource and timing constraints within a specified time bound.

Proof:
Let $M$ be a reachable graph constructed by timing and resource interface automata, $X(node)$ is any node in the reachable graph $M$, where $X_i$ is the number of resources used for state $i$, $k_i$ is the number of resources provided by the environment for state $i$, $t_i$ is time point, and $(x_i, y_i)$ is the time limited by obtaining resources for state $i$.

1. If $\exists X_i > k_i$ and $t_i \neq (x_i, y_i)$, then there exists a state that does not meet resource constraints and time limited. Therefore, $M$ does not meet the environmental constraints.
(2) If $\exists X < k$ and $t \not\in (x, y)$, then there exists a state that satisfies resource constraints but does not meet the time limited. Therefore, $M$ satisfies the resource constraint but does not meet the time limited.

(3) If $\exists X > k$ and $t \in (x, y)$, then there exists a state in $M$ that does not meet the resource constraint but satisfies the time limit. Therefore, $M$ does not satisfy the resource constraint but meets the time limited.

(4) If $\forall X \leq k$ and $t \in (x, y)$, then any state in $M$ can satisfy the resource constraint and time limited. Therefore, $M$ satisfies the environment constraint.
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